**Important Points on Spring Boot and Hibernate**

**What is the Spring Boot?**

Spring Boot is basically an extension of the Spring framework which eliminated the boilerplate configurations required for setting up a Spring application.  
  
Spring Boot is an opinionated framework that helps developers build Spring-based applications quickly and easily. **The main goal of Spring Boot is to quickly create Spring-based applications without requiring developers to write the same boilerplate configuration again and again.**

**Spring Boot Primary Goals**

* Provide a radically faster and widely accessible getting-started experience for all Spring development.
* Be opinionated out of the box but get out of the way quickly as requirements start to diverge from the defaults.
* Provide a range of non-functional features that are common to large classes of projects (such as embedded servers, security, metrics, health checks, and externalized configuration).
* Absolutely no code generation and no requirement for XML configuration.

**Key Spring Boot features**

Let me a list of a few key features of the Spring boot and we will discuss each key feature briefly.

1. Spring Boot starters
2. Spring Boot autoconfiguration
3. Elegant configuration management
4. Spring Boot actuator
5. Easy-to-use embedded servlet container support

**1. Spring Boot Starters**

Spring Boot offers many starter modules to get started quickly with many of the commonly used technologies, like SpringMVC, JPA, MongoDB, Spring Batch, SpringSecurity, Solr, ElasticSearch, etc. These starters are pre-configured with the most commonly used library dependencies so you don’t have to search for the compatible library versions and configure them manually.

For example, the *spring-boot-starter-data-jpa* starter module includes all the dependencies required to use Spring Data JPA, along with Hibernate library dependencies, as Hibernate is the most commonly used JPA implementation.

One more example, when we add the spring-boot-starter-web dependency, it will by default pull all the commonly used libraries while developing Spring MVC applications, such as spring-webmvc, jackson-json, validation-api, and tomcat.

Not only does the spring-boot-starter-web add all these libraries but it also configures the commonly registered beans like *DispatcherServlet*, *ResourceHandlers*, *MessageSource*, etc. with sensible defaults.

Read more about starters on [**Important Spring boot Starters with Examples**](http://www.javaguides.net/2018/09/important-spring-boot-starters-with-examples.html)

**2. Spring Boot Autoconfiguration**

Spring Boot addresses the problem that Spring applications need complex configuration by eliminating the need to manually set up the boilerplate configuration.

Spring Boot takes an opinionated view of the application and configures various components automatically, by registering beans based on various criteria. The criteria can be:

* Availability of a particular class in a classpath
* Presence or absence of a Spring bean
* Presence of a system property
* An absence of a configuration file

For example, if you have the *spring-webmvc* dependency in your classpath, Spring Boot assumes you are trying to build a SpringMVC-based web application and automatically tries to register *DispatcherServlet* if it is not already registered. If you have any embedded database drivers in the classpath, such as H2 or HSQL, and if you haven’t configured a *DataSource* bean explicitly, then Spring Boot will automatically register a *DataSource* bean using in-memory database settings.

You will learn more about the autoconfiguration on [**What is Spring Boot Auto Configuration?**](http://www.springboottutorial.com/spring-boot-auto-configuration)

**3. Elegant Configuration Management**

Spring supports externalizing configurable properties using the [**@PropertySource**](http://www.javaguides.net/2018/09/spring-propertysource-annotation-with-example.html) configuration. Spring Boot takes it even further by using the sensible defaults and powerful type-safe property binding to bean properties. Spring Boot supports having separate configuration files for different profiles without requiring many configurations.

Read more [**http://www.javaguides.net/2018/09/spring-propertysource-annotation-with-example.html**](http://www.javaguides.net/2018/09/spring-propertysource-annotation-with-example.html)

**4. Spring Boot Actuator**

Being able to get the various details of an application running in production is crucial to many applications. The Spring Boot actuator provides a wide variety of such production-ready features without requiring developers to write much code. Some of the Spring actuator features are:

* Can view the application bean configuration details
* Can view the application URL mappings, environment details, and configuration parameter values
* Can view the registered health check metrics

Read more about Spring Boot Actuator on [**Spring Boot Actuator**](https://www.baeldung.com/spring-boot-actuators)

**5. Easy-to-Use Embedded Servlet Container Support**

Traditionally, while building web applications, you need to create *WAR* type modules and then deploy them on external servers like *Tomcat*, *WildFly*, etc. But by using Spring Boot, you can create a *JAR* type module and embed the servlet container in the application very easily so that the application will be a self-contained deployment unit.

Also, during development, you can easily run the Spring Boot JAR type module as a Java application from the IDE or from the command-line using a build tool like [**Maven**](http://www.javaguides.net/p/maven.html) or Gradle.

**System Requirements**

Spring Boot 2+ requires Java 8 or 9 and Spring Framework 5.1.0.RELEASE or above.

Explicit build support is provided for the following build tools:
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**Servlet Containers**

Spring Boot supports the following embedded servlet containers:

**[![https://3.bp.blogspot.com/-kArn3r6WYlU/W7B8vX76_TI/AAAAAAAAEBA/BNh_hsHaJB8QnerlJD9erkkDMOXmdGl8wCLcBGAs/s1600/servlet-containers.PNG](data:image/png;base64,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)](https://3.bp.blogspot.com/-kArn3r6WYlU/W7B8vX76_TI/AAAAAAAAEBA/BNh_hsHaJB8QnerlJD9erkkDMOXmdGl8wCLcBGAs/s1600/servlet-containers.PNG)**

You can also deploy Spring Boot applications to any Servlet 3.1+ compatible container.

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>net.javaguides.springboot</groupId>

<artifactId>Springboot-helloworld-application</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>Springboot-helloworld-application</name>

<description>Demo project for Spring Boot</description>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.0.5.RELEASE</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

<project.reporting.outputEncoding>UTF-8</project.reporting.outputEncoding>

<java.version>1.8</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

From above pom.xml, let's understand a few important spring boot features.

**Spring Boot Maven plugin**

The Spring Boot Maven plugin provides many convenient features:

* It collects all the jars on the classpath and builds a single, runnable "über-jar", which makes it more convenient to execute and transport your service.
* It searches for the public static void *main()* method to flag as a runnable class.
* It provides a built-in dependency resolver that sets the version number to match Spring Boot dependencies. You can override any version you wish, but it will default to Boot’s chosen set of versions.

**spring-boot-starter-parent**

All Spring Boot projects typically use spring-boot-starter-parent as the parent in pom.xml.

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.0.5.RELEASE</version>

</parent>

Parent Poms allow you to manage the following things for multiple child projects and modules:

* Configuration - Java Version and Other Properties
* Dependency Management - Version of dependencies
* Default Plugin Configuration
* import java.util.concurrent.atomic.AtomicLong;
* import org.springframework.web.bind.annotation.RequestMapping;
* import org.springframework.web.bind.annotation.RequestParam;
* import org.springframework.web.bind.annotation.RestController;
* @RestController
* public class GreetingController {
* private static final String template = "Hello, %s!";
* private final AtomicLong counter = new AtomicLong();
* @RequestMapping("/greeting")
* public Greeting greeting(@RequestParam(value = "name", defaultValue = "World") String name) {
* return new Greeting(counter.incrementAndGet(), String.format(template, name));
* }
* }

Let's understand the above Controller with step by step.

* The *@RequestMapping* annotation ensures that HTTP requests to */greeting* are mapped to the *greeting()* method.
* The above example does not specify GET vs. PUT, POST, and so forth, because of *@RequestMapping* maps all HTTP operations by default. Use *@RequestMapping(method=GET)* to narrow this mapping.
* *@RequestParam* binds the value of the query string parameter name into the name parameter of the *greeting()* method. If the name parameter is absent in the request, the defaultValue of "World" is used.
* The implementation of the method body creates and returns a new *Greeting* object with id and content attributes based on the next value from the counter and formats the given name by using the greeting template.
* A key difference between a traditional MVC controller and the RESTful web service controller above is the way that the HTTP response body is created. Rather than relying on a view technology to perform server-side rendering of the greeting data to HTML, this RESTful web service controller simply populates and returns a Greeting object. The object data will be written directly to the HTTP response as JSON.
* This code uses Spring 4’s new *@RestController* annotation, which marks the class as a controller where every method returns a domain object instead of a view. It’s shorthand for @Controller and *@ResponseBody* rolled together.
* The *Greeting* object must be converted to JSON. Thanks to Spring’s HTTP message converter support, you don’t need to do this conversion manually. Because Jackson 2 is on the classpath, Spring’s *MappingJackson2HttpMessageConverter* is automatically chosen to convert the Greeting instance to JSON.

## Make the application executable - SpringbootHelloworldApplication.java

package net.javaguides.springboot.Springboothelloworldapplication;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class SpringbootHelloworldApplication {

public static void main(String[] args) {

SpringApplication.run(SpringbootHelloworldApplication.class, args);

}

}

[@SpringBootApplication](http://www.javaguides.net/2018/09/spring-boot-springbootapplication-annotation-with-example.html) is a convenience annotation that adds all of the following:

@Configuration tags the class as a source of bean definitions for the application context.

[@EnableAutoConfiguration](http://www.javaguides.net/2018/09/spring-boot-enableautoconfiguration-annotation-with-example.html) tells Spring Boot to start adding beans based on classpath settings, other beans, and various property settings.

Normally you would add @EnableWebMvc for a Spring MVC app, but Spring Boot adds it automatically when it sees *spring-webmvc* on the classpath. This flags the application as a web application and activates key behaviors such as setting up a DispatcherServlet.

[@ComponentScan](http://www.javaguides.net/2018/09/spring-configuration-annotation-with-example.html) tells Spring to look for other components, configurations, and services in the hello package, allowing it to find the controllers.

The *main()* method uses Spring Boot’s *SpringApplication.run()* method to launch an application. Did you notice that there wasn’t a single line of XML? No web.xml file either. This web application is 100% pure Java and you didn’t have to deal with configuring any plumbing or infrastructure.